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# ----------------------------------------------------------------

**AIM:- Write a python program to find sum & multiplication of two matrices implemented using list.**

**---------------------------------------------------------------------------------------------------------------**

**CODE:-**

def add\_matrices(matrix1, matrix2):

*# Check if dimensions are the same*

*if* len(matrix1) *!=* len(matrix2) *or* len(matrix1[0]) *!=* len(matrix2[0]):

*raise* ValueError("Matrices must have the same dimensions for addition.")

    result *=* []

*for* i *in* range(len(matrix1)):

        row *=* []

*for* j *in* range(len(matrix1[0])):

            row.append(matrix1[i][j] *+* matrix2[i][j])

        result.append(row)

*return* result

def multiply\_matrices(matrix1, matrix2):

*# Check if matrices can be multiplied*

*if* len(matrix1[0]) *!=* len(matrix2):

*raise* ValueError("Number of columns in the first matrix must be equal to the number of rows in the second matrix.")

    result *=* []

*for* i *in* range(len(matrix1)):

        row *=* []

*for* j *in* range(len(matrix2[0])):

            sum\_product *=* 0

*for* k *in* range(len(matrix2)):

                sum\_product *+=* matrix1[i][k] *\** matrix2[k][j]

            row.append(sum\_product)

        result.append(row)

*return* result

*# Example usage:*

matrix1 *=* [

    [1, 2, 3],

    [4, 5, 6],

]

matrix2 *=* [

    [7, 8, 9],

    [1, 2, 3],

]

*# Matrix Addition*

sum\_result *=* add\_matrices(matrix1, matrix2)

print("Sum of matrices:")

*for* row *in* sum\_result:

    print(row)

*# Matrix Multiplication*

matrix3 *=* [

    [1, 2],

    [3, 4],

    [5, 6],

]

multiplication\_result *=* multiply\_matrices(matrix1, matrix3)

print("\nMultiplication of matrices:")

*for* row *in* multiplication\_result:

    print(row)

**Output:-**
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# ----------------------------------------------------------------

**AIM:- Write a program to implement function decorator to display cube of a number.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

# Define the decorator

def cube\_decorator(func):

def wrapper(num):

result = func(num)

print(f"The cube of {num} is {result}")

return result

return wrapper

# Use the decorator on a function

@cube\_decorator

def cube(num):

return num \*\* 3

# Test the function

if \_\_name\_\_ == "\_\_main\_\_":

number = int(input("Enter a number: "))

cube(number)

**Output:-**
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# ----------------------------------------------------------------

**AIM:- Write a program to implement generator function to display square of numbers from 1 to 10 .**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

# Define the generator function

def square\_generator():

for num in range(1, 11):

yield num \*\* 2

# Use the generator function

if \_\_name\_\_ == "\_\_main\_\_":

for line\_number, square in enumerate(square\_generator(), start=1):

print(f"Square Of {line\_number} = {square}")

**Output:-**
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**Name:- Milind Kailas Tajane**

**Roll No:- CS061**

**Date:-\_\_\_\_\_\_\_\_\_\_\_\_**

**Practical No: 9**

# ----------------------------------------------------------------

**AIM:- WAP to implement tower of Hanoi.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

def tower\_of\_hanoi(n, source, destination, auxiliary):

if n == 1:

print(f"Move disk 1 from {source} to {destination}")

return

# Move n-1 disks from source to auxiliary, using destination as auxiliary.

tower\_of\_hanoi(n - 1, source, auxiliary, destination)

# Move the nth disk from source to destination.

print(f"Move disk {n} from {source} to {destination}")

# Move the n-1 disks from auxiliary to destination, using source as auxiliary.

tower\_of\_hanoi(n - 1, auxiliary, destination, source)

# Example usage

num\_disks = int(input("Enter the number of disks: "))

tower\_of\_hanoi(num\_disks, "A", "C", "B")

**Output:-**

![](data:image/png;base64,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)

**Name:- Milind Kailas Tajane**

**Roll No:- CS061**

**Date:-\_\_\_\_\_\_\_\_\_\_\_\_**

**Practical No: 10**

# ----------------------------------------------------------------

**AIM:- Write A Program to display date in following format “Friday, 23 April 2017”.**

**----------------------------------------------------------------------------------------------------------------**

**CODE:-**

from datetime import datetime

def display\_formatted\_date(date\_input):

"""

Displays the date in the format: 'Friday, 23 April 2017'

Parameters:

date\_input (str): Input date string in 'YYYY-MM-DD' format.

"""

try:

# Parse the input date string

date\_object = datetime.strptime(date\_input, '%Y-%m-%d')

# Format the date in the desired format

formatted\_date = date\_object.strftime('%A, %d %B %Y')

print(f"Formatted Date: {formatted\_date}")

except ValueError:

print("Invalid date format. Please use 'YYYY-MM-DD' format.")

# Example usage

input\_date = input("Enter a date (YYYY-MM-DD): ")

display\_formatted\_date(input\_date)

**Output:-**
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